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**1** (i) Explain what white box testing is, and contrast it to black box testing.

[2 marks]

|  |
| --- |
| White box testing involves the process of creating and deploying tests based on the internal structure of the program, with the tester having knowledge of the inner workings of the program. This process is usually performed by the software developers themselves.  Contrary to this, with black box testing, the tester does not have knowledge of the inner workings of the program i.e. the internal structure/code is hidden to the tester. This process is usually performed by specialized software testers and is done to ensure software functionality. |

(ii) Given the following code fragment, explain the distinction between statement testing and decision (or branch) testing.

if (x > 3) {

if (y > 5) {

return 1;

}

return 0;

}

Calculate the statement coverage for inputs x = 2 and y = 6.

Identify suitable branch test cases for a 100% coverage.

[5 marks]

|  |
| --- |
| Statement testing involves testing with specific inputs and analysing the results each statement within the program. Whereas decision (branch) testing involves ensuring each possible decision point outcome has been explored and each branch has been executed at least once.  With the inputs x=2 and y=6, the first conditional (X > 3) is executed and evaluates as false, meaning that the nested (Y > 5) conditional will never be met. Therefore, as this first line is the only line within the code fragment to be executed, we can fill into the following equation to calculate the statement coverage. The total number of statements includes the two if conditionals and the two return statements, giving us 4 total statements.  *Statement coverage = (statements executed / total statements) \* 100*  *Statement coverage = (1 / 4) \* 100*  *Statement coverage = 25%*  To achieve 100% branch coverage requires the following test cases:  **Test 1:** (x = 3) – With an *x* value of 3 and any *y* value, the first if conditional evaluates to false, and therefore none of the following nested code fragment is executed. Thus, no return statement is called.  **Test 2:** (x = 4, y = 6) – With these input values, the first if statement will evaluate to true, meaning that the second if statement can be executed. As the *y* value is 6, the conditional *(y > 5)* evaluates to true, and thus this test returns the value 1.  **Test 3:** (x = 4, y = 5) - With these input values, the first if statement will evaluate to true, meaning that the second if statement can be executed. As the *y* value is 5, the conditional *(y > 5)* evaluates to false, and thus the nested code is never executed, and the program returns the value 0. |

(iii) Consider the following program fragment where the input domain for x is {2, 3, 5} and the input domain for y is {0, 1, 2}, i.e. nine inputs in total.

n = x;

if (x > 3) { // if-a

if (y == 2) { // if-b  
 return n;

}

}  
 if ((x < 5 && y == 0)

|| (x == 2 && y < 2)) { // if-c  
 return 4;  
 }

return 6;

(a) Complete the table below to indicate the branch executed at each if-statement in the program above when the test at the head of each column is executed (column has been completed for you).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Tests | | | |
|  | (x = 2, y = 0) | (x = 3, y = 2) | (x = 5, y = 2) | (x = 5, y = 0) |
| if-a | F | F | T | T |
| if-b |  |  | T | F |
| if-c | T | F |  | F |
| returns | 4 | 6 | 5 | 6 |

The bottom row of the table gives the value returned for each test.

[4 marks]

(b) Explain and identify a minimal set of tests that achieves coverage of all the feasible branches in the program.

[3 marks]

|  |
| --- |
| The minimal test set that will achieve coverage of all the feasible branches in the program with the specified input domains is as follows:  {(X = 5, Y = 2), (X = 5, Y = 1), (X = 3, Y = 0)}  **Test 1:** (X = 5, Y = 2) – The first if-a statement will evaluate as true due to 5 > 3, meaning the second nested if-b conditional can be met, which also evaluates as true as 2 == 2, thus leading the program to return n (in this case n = x = 5)  **Test 2:** (X = 5, Y = 1) – The fist if-a statement will evaluate as true due to 5 > 3, meaning the second nested if-b conditional can be met, however this returns as false due to 1 != 2. The if-c conditional is exexuted, however neither conditions are met and this evaluates to false, meaning the program returns 6.  **Test 3:** (X = 3, Y = 0) – The first if-a statement will evaluate as false due to 3 not being greater than 3, the if-c conditional is then met and evaluates as true due to 3 being less than 5 and the y value being equal to 0. This means that the program can then return 4.  These tests will identify each individual possible path within the program. |

(c) Explain what is meant by partition coverage in software testing. For the above example, partition the input domain into subsets of inputs that produce the same output, and identify a minimal set of tests that can achieve partition coverage for the program.

[3marks]

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Partition coverage involves the process of grouping all possible inputs into their respective data classes based on a behavior change in the program (in this case being the outputs), and acquiring this involves selection of a test set that results in each output once.   |  |  | | --- | --- | | **Output** | **Input Domain(s)** | | 4 | {(2,0), (3,0), (2,1)} | | 5 | {(5,2)} | | 6 | {(2,2), (3,1), (3,2), (5,0), (5,1)} |   To achieve partition coverage, this requires a set of three tests, one with output 4, one with output 5, and another with output 6. For example:  Test 1 (X = 3, Y = 2) -> output 6  Test 2 (X = 5, Y = 2) -> output 5  Test 2 (X = 2, Y = 1) -> output 4 |

(d) Consider a mutation of the program in which the expression y < 2 is replaced with n < 2. Give a test that will distinguish this mutant from the original program.

[3 marks]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| The mutation on this program is to the if-c statement. As this statement initially contains (X == 2 && Y < 2), which is changed to (X == 2 && n < 2), with the knowledge that N = X. As an X value cannot be equal to 2 and also less than 2, we can remove (disconsider) this section from the if-c statement, leaving us with ‘if (X < 5 && Y == 0)’.  The original program when tested with (X=2, Y=1) would reach the if-c statement and return 4 due to the if-c statement being true. However, in the mutation, the if-c statement would be reached but evaluate to false, and the program would return 6, hence distinguishing the mutatant.  The following is a table to display the outcomes of the input (X=2, Y=1) on both the original program and the mutated program.   |  |  |  | | --- | --- | --- | |  | **Original (Y < 2)** | **Mutation (N < 2)** | | If-a | F | F | | If-b |  |  | | If-c | T | **F** | | Return | 4 | **6** | |

(e) Insert your own mutation of the program in the line of the if-b conditional. Describe how this has altered the program. Create your own test (i.e. your own x and y values) and evaluate this for the original and the mitated program. Describe whether your test distinguishes your mutant from the original program.

[5 marks]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| For my mutation of the original program, I have decided to alter the if-b conditional by changing ‘y == 2’ to ‘y != 2’. Which means the conditional now evaluates to true if the y value does not equal 2 instead of when it equals 2.  **Test 1:** For the test values of (X=4, Y=1):  The original program will return 6, as although the if-a conditional is true, the if-b conditional is false and so is the if-c conditional.  With the mutant program however, the if-b conditional will be true and so the program will return n (in this case 4), distinguishing it from the original program.  **Test 2:** For the test values of (X=5, Y=2):  The original program will return n (in this case 5) as both if-a and if-b conditionals are true.  The mutant program will return 6 however as although the if-a is true, the if-b and if-c are both false, distinguishing it from the original program.  **Test 3:** For the test values of (X=3, Y=0):  The original program will return 4 as the if-a and if-b conditionals are false but the if-c conditional evaluates as true.  The mutated program will also return 4, as although the if-b conditional would be true, the required if-a conditional is false, and the if-c conditional remains true as this is unchanged between the original and mutant program. This test does not distinguish between the two programs.   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | |  | **Original (y == 2)** | | | **Mutation (y != 2)** | | | | Test Case | 1 | 2 | 3 | 1 | 2 | 3 | | If-a | T | T | F | T | T | F | | If-b | F | T | F | **T** | **F** |  | | If-c | F |  | T |  | F | T | | Return | 6 | 5 | 4 | 4 | 6 | 4 | |

**2**  (i) Describe some of the potential issues if a formal specification is long and complex, and why it may not be beneficial in terms of reducing errors.

[5 marks]

|  |
| --- |
| A formal specification is a way of detailing the program workings in a clear and concise format. If a formal specification becomes long and complex, it may not be beneficial in terms of reducing errors and can actually cause confusion regarding the aims and objectives of the program required.  Having a long specification is essentially like creating two programs which can be considered significantly time and money inefficient. A specification that is as long as or longer than the program being created provides little actual benefit. This specification may even contain errors itself, thus must be validated in some way.  Long specifications can often be hard to check, the simpler the specification the easier it would be to check and hence less likely to contain errors.  Given complex mathematical implementations stated in a specification to prove the correctness of a design, this may often lead to confusion when translating this into the program, and thus being more concise could have reduced potential for errors. |

(ii) Given the following program

t = 0;

while (x != 5) {

x = x - 1;

t = t + 2;

}

where x and t are integer variables.

1. Identify the program input variable or variables. [2 marks]

|  |
| --- |
| The input variable is x. The variable x is not defined within the code fragment. |

(b) Identify the program output variable or variables. [2 marks]

|  |
| --- |
| The program output variable is t.  X is not an output variable because when the program terminates, it is a constant value of 5. |

(c) Work out and explain the weakest pre-condition on the input that ensures that the program terminates.

[5 marks]

|  |
| --- |
| The program will terminate in the scenario where the loop is not executed once (input value of x == 5) or subsequently the loop executed a certain number of times until the x value reaches 5.  If input X is initially greater than 5 (X>5), this X value will be decremented by 1 every time the loop is executed and until the loop condition becomes false.  If the initial X value input is less than 5 (X<5), X will continually be decremented and the loop will execute an infinite amount of times as the exit clause will never be met.  Therefore, we can conclude the weakest pre-condition on the input that ensures that the program terminates is X = 5 or X > 5, otherwise stated as:  X >=5 |

(d) Find and explain the weakest pre-condition on the input that ensures the program post-condition t < 20.

[6 marks]

|  |
| --- |
| In order for a post-codition to be satisfied, the program must terminate, therefore the precondition must include X>=5  Take X=5, the loop is not entered, and the t value is never changed and remains at 0, therefore this satisfies the post condition of t < 20.  Take X>5, with X being decremented until it reaches the value of X=5 and the loop terminates. With each iteration of the loop, the t value will be incremented by 2. Provided the statement is executed up to a maximum of 9 times (output value of t = 18), then the post condition of t < 20 will be met. The value of X in this case will have been decremented no more than 9 times before the reaching the loop exit clause, thus the upper bound for the input X value will be 5 + 9 = 14.  We can combine these values to give the pre condition that ensures the post condition of t < 20 as the following:  X >= 5 and X <= 14. |

(e) Write out a specification for the program itself. E.g. for the program **i = 2\*i**; then a specification could be “the program doubles an integer”

[5 marks]

|  |
| --- |
| X is an input integer that is assigned a value, whilst another integer T is assigned a value of 0 at the beginning of the program.  For every iteration while the X value does not equal 5, the X value is then decremented by 1 whilst the T value is incremented by 2.  Upon program termination, the t value is output and the x value is at a constant of 5.  For the program to terminate and and output to be produced, the program requires the pre condition of X >= 5 as otherwise the loop would iterate on a constant cycle with no exit clause being met.  The post conditions of X = 5 and T >= 0 must be true upon termination of this program. We can calculate the final output value of T by filling the initial X value into the equation (2 \* (X-5)). |

**End of Questions**

`